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import java.util.\*;

class City {

    String name;

    int x, y;

    Map<City, Integer> neighbours = new HashMap<>();

    public City(String name, int x, int y) {

        this.name = name;

        this.x = x;

        this.y = y;

    }

    public void addNeighbour(City neighbour, int distance) {

        if (this.equals(neighbour))

            return;

        neighbours.put(neighbour, distance);

        try {

            if (neighbour.getDistanceTo(this) != this.getDistanceTo(neighbour))

                throw new NullPointerException();

        } catch (NullPointerException e) {

            neighbour.addNeighbour(this, distance);

        }

    }

    public int getDistanceTo(City neighbour) {

        return neighbours.get(neighbour);

    }

}

public class AStarRomaniaMap {

    public static List<City> aStarSearch(City start, City goal) {

        Map<City, City> parentMap = new HashMap<>();

        Map<City, Integer> gScore = new HashMap<>();

        Map<City, Integer> fScore = new HashMap<>();

        PriorityQueue<City> openList = new PriorityQueue<>(Comparator.comparingInt(fScore::get));

        Set<City> closedList = new HashSet<>();

        gScore.put(start, 0);

        fScore.put(start, heuristic(start, goal));

        openList.add(start);

        while (!openList.isEmpty()) {

            // for (City c : openList) {

            // System.out.println(c.name);

            // }

            // System.out.println("\*");

            City current = openList.poll();

            if (current.equals(goal)) {

                System.out.println("got path");

                return reconstructPath(parentMap, current, gScore, fScore);

            }

            closedList.add(current);

            for (City neighbour : current.neighbours.keySet()) {

                if (closedList.contains(neighbour))

                    continue;

                int tentativeGScore = gScore.getOrDefault(current, Integer.MAX\_VALUE)

                        + current.getDistanceTo(neighbour);

                if (tentativeGScore < gScore.getOrDefault(neighbour, Integer.MAX\_VALUE)) {

                    parentMap.put(neighbour, current);

                    gScore.put(neighbour, tentativeGScore);

                    fScore.put(neighbour, gScore.get(neighbour) + heuristic(neighbour, goal));

                    if (!openList.contains(neighbour)) {

                        openList.add(neighbour);

                    }

                }

                // for (City a : gScore.keySet()) {

                // System.out.println(current.name + " " + neighbour.name + " " + a.name + "-g"

                // + gScore.get(a));

                // }

                // for (City a : fScore.keySet()) {

                // System.out.println(current.name + " " + neighbour.name + " " + a.name + "-f"

                // + fScore.get(a));

                // }

                // System.out.println();

            }

        }

        return Collections.emptyList();

    }

    public static List<City> reconstructPath(Map<City, City> parentMap, City current, Map<City, Integer> gScore,

            Map<City, Integer> fScore) {

        List<City> path = new ArrayList<>();

        int index = 0;

        while (current != null) {

            path.add(index++, current);

            current = parentMap.get(current);

        }

        Collections.reverse(path);

        return path;

    }

    public static int heuristic(City city, City goal) {

        return Math.abs(city.x - goal.x) + Math.abs(city.y - goal.y);

    }

    // public static void main(String[] args) {

    // City A = new City("A", 0, 0);

    // City B = new City("B", 0, 1);

    // City C = new City("C", 1, 1);

    // City D = new City("D", 1, 0);

    // A.addNeighbour(B, 2);

    // A.addNeighbour(D, 1);

    // B.addNeighbour(C, 5);

    // D.addNeighbour(C, 3);

    // List<City> li = aStarSearch(A, C);

    // for (City c : li) {

    // System.out.println(c.name);

    // }

    // }

    public static void main(String[] args) {

        City Arad = new City("Arad", 91, 492);

        City Bucharest = new City("Bucharest", 400, 327);

        City Craiova = new City("Craiova", 253, 288);

        City Drobeta = new City("Drobeta", 165, 299);

        City Eforie = new City("Eforie", 562, 293);

        City Fagaras = new City("Fagaras", 305, 449);

        City Giurgiu = new City("Giurgiu", 375, 270);

        City Hirsova = new City("Hirsova", 534, 350);

        City Iasi = new City("Iasi", 473, 506);

        City Lugoj = new City("Lugoj", 165, 379);

        City Mehadia = new City("Mehadia", 168, 339);

        City Neamt = new City("Neamt", 406, 537);

        City Oradea = new City("Oradea", 131, 571);

        City Pitesti = new City("Pitesti", 320, 368);

        City RimnicuVilcea = new City("Rimnicu Vilcea", 233, 410);

        City Sibiu = new City("Sibiu", 207, 457);

        City Timisoara = new City("Timisoara", 94, 410);

        City Urziceni = new City("Urziceni", 456, 350);

        City Vaslui = new City("Vaslui", 509, 444);

        City Zerind = new City("Zerind", 108, 531);

        // Define connections and distances

        Arad.addNeighbour(Zerind, 75);

        Arad.addNeighbour(Timisoara, 118);

        Arad.addNeighbour(Sibiu, 140);

        Bucharest.addNeighbour(Giurgiu, 90);

        Bucharest.addNeighbour(Urziceni, 85);

        Bucharest.addNeighbour(Fagaras, 211);

        Bucharest.addNeighbour(Pitesti, 101);

        Craiova.addNeighbour(Drobeta, 120);

        Craiova.addNeighbour(RimnicuVilcea, 146);

        Craiova.addNeighbour(Pitesti, 138);

        Drobeta.addNeighbour(Mehadia, 75);

        Eforie.addNeighbour(Hirsova, 86);

        Fagaras.addNeighbour(Sibiu, 99);

        Giurgiu.addNeighbour(Bucharest, 90);

        Hirsova.addNeighbour(Urziceni, 98);

        Iasi.addNeighbour(Vaslui, 92);

        Iasi.addNeighbour(Neamt, 87);

        Lugoj.addNeighbour(Timisoara, 111);

        Lugoj.addNeighbour(Mehadia, 70);

        Oradea.addNeighbour(Zerind, 71);

        Oradea.addNeighbour(Sibiu, 151);

        Pitesti.addNeighbour(RimnicuVilcea, 97);

        RimnicuVilcea.addNeighbour(Sibiu, 80);

        Timisoara.addNeighbour(Arad, 118);

        Timisoara.addNeighbour(Lugoj, 111);

        Urziceni.addNeighbour(Vaslui, 142);

        Urziceni.addNeighbour(Hirsova, 98);

        Vaslui.addNeighbour(Iasi, 92);

        Zerind.addNeighbour(Oradea, 71);

        Zerind.addNeighbour(Arad, 75);

        // Perform A\* search on the Romania map

        List<City> path = aStarSearch(Arad, Bucharest);

        // Print the path

        System.out.println("Shortest Path from Arad to Bucharest:");

        for (City city : path) {

            System.out.print(city.name + " -> ");

        }

    }

}

Output

![](data:image/png;base64,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)